**02.06 Module Two Project**

Name: Daniel Robert Bealer Quintero

**Directions**

Now that you have an understanding of using functions and operations with numerical and non-numerical data, it's time to show your instructor and yourself what you can do with them! You will use the software development life cycle (SDLC) to create a working program of your choice that will perform calculations with user input. Your program can include any Python skills and functions you have learned up to this point.

**This assignment has five steps.**

**Step One: Planning & Analysis**

Read the options carefully and choose **ONE** as the basis of your project.

**Option 1 – Wish List**

Have your eye on a new gadget? A new game? Maybe some new clothes? Well, now's your chance to create a program that calculates the total cost of three items on your wish list, including tax and shipping.

Follow these steps to begin your planning:

1. Create a wish list by selecting at least three items you want.
2. Do your research. Find the online store(s) where you can purchase your wish list items, and record the price of each one.
3. Think about what user input is required for others to use your program.
4. Think about how you will write an equation to calculate the subtotal of your three items, the tax, and the total purchase cost with tax and shipping. **Note:** Use 6.5% tax and a $5.99 flat-rate shipping fee for your program.
5. The output must include the following: name of each item, item price, subtotal for items, total amount of tax, shipping fee, and total purchase cost with tax and shipping.

Use this table to organize your data:

|  |  |
| --- | --- |
| Item | Price |
| Mac Book Pro | 1999 |
| iPad Air | 790 |
| Apple Pencil Pro | 98 |
| Home Pod Mini | 99 |

STUDENT NOTE: The program has a product system where you input custom product and assign their categories and respective prices. Which means that the products shown in the table above will not be complied in the code, but you can set those same products in the program by manually inputting them once the program asks you how many products you want to make.

**Option 2 – Let's Eat**

Everybody loves eating at restaurants! If you agree, take this opportunity to create a program that will calculate the total cost of a meal that includes an appetizer, entrée, drink, and dessert, with 6.5% tax and a 20% tip.

Follow these steps to begin your planning:

1. List your favorite appetizer, entrée, drink, and dessert.
2. Do your research. Find the menu for your favorite restaurant, and record the prices of your chosen menu items.
3. Think about what user input would be required for others to use your program.
4. Think about how you will write an equation to calculate the subtotal of your meal and the total cost of your meal, plus 6.5% tax and a 20% tip.
5. Your program must output the following: name of appetizer, entrée, drink, and dessert, including prices; subtotal for meal; total amount of tax; total amount of tip; and total cost of the meal with tax and tip.

Use this table to organize your data:

|  |  |
| --- | --- |
| Menu Item | Price |
|  |  |
|  |  |
|  |  |
|  |  |

**Option 3 – Programmer's Adventure**

If you want to journey the road less traveled and create your own program option, go for it! Keep in mind, the goal of your program must be to calculate *something*, using the operations and functions you have learned up to this point. Your program must output the following:

* item names and values
* results of the calculations

**Possible Program Options:**

* *Mini vacay* – Calculate the total cost of a two-day one-night vacation, including airfare, lodging, and two meals per day
* *Coupon Mania* – Calculate the total percentage of savings on three grocery items with coupons.
* *Stock Supreme* – Calculate the total profit or loss of a stock of your choice over five days for a person who owns 1,000 shares.

**Step Two: Design**

It's time to design your program by writing pseudocode. Your outline must include the following elements:

* Input statements
  + Ask the user for at least three numeric values.
  + Show proper use of the int() and float() functions.
  + Calculations required to achieve correct output.
  + Use proper order of operations.
  + Use any appropriate math functions.
  + Output statements
  + Create clear and well organized output to share the data and results of the calculations.
  + Show proper use of the str() function.

Insert your pseudocode here:

Comment the project number, the date, my name, grade, and purpose of the program.

Then,

Set the important variables as global before starting any main functions in the code.

Set Global variables as:

- SystemName (For dynamically naming the program using a var),

- CurMD (For letting the program view in which mode it should be running in)

- spEVENT (For setting up special and non- interfering easter eggs) DEPRECATED

Afterwards,

Import important functions such as math

Set the animation function that will be used to animate the programs string output.

After,

Set the def ***cubeSequal()*** which will run most of the program’s code.

In def cubeSequal() \_ (Called cubeSequal, because it shares a small portion of the code found in the cube() of last project )

Import time (To set the time.sleep() function)

Print to the user that the program is starting and make sure to advert the user to not click on run program more than 1 time in a row, or the flush and other functions from the typeAnim() will misbehave.

Start the dialogue that explains the user a little bit about the program.

Use a product cart to save what the products data made from user’s input. DEPRECATED02

Next,

Add the productWizard(), that its purpose is to to handle the information of the products set by the user’s input. (e.g. Damaged Keyboard, Category 5, 3.99)

Add more dialogue, and set the most important global Arrays such as, *prs[]* The products themselves, *prCategories[]* the categories (which is completely independent and can be modified for addition of even more categories in the code.), *cost[]* which will contain the user’s input set for the price of their products, *totalCost[]* which will contain the total cost of each product plus taxes (also known as tax()), *tax()* The tax will be dependent to whatever the user’s input will set the tax’s percentage value to, *taxPRS[]* will contain the tax given to each product (such data will be made through the use of math functions such as /, \*, etc.), *shippingVal[]* DEPRECATED03 , and, *idPR[]* that would contain the category id selected and inputted by the user (e.g. User selects 3 – which would be Office).

Set important variables which purpose is to avoid the for loops and while loops to misbehave, plus, to keep tabs on which round the current loop would be in.

i()=0 purpose would be to set the start value of range - for the for loop, and *f()=9* was

DEPRECATED04.

Set the global variable that would be known as *iPR()* – its purpose would be to store the int value of the input which would ask for how much products the user would want to make.

Set the variable *lpZoom()* – its purpose to check on which round the for loop would be in .

After,

Start for loop that depends on *i()* and, *iPR* as its range.

Continue dialogue, which in this case, an input function that will ask for the user the products name (lpZoom() var, in this case, will show which product the user will be naming), and use the *typeAnim(.)* function to print to the user to in which category the user’s product would like to be in.

Start the child for loop that will enumerate the categories available in the program’s code. Such information will be printed in the following form: 0. Catgeory.

Finish for Loop to then,

Make a system that will set to the idPR() var, the users’ input set to select the category the user would like their product to be in.

Ask for which category the user would like to select (e.g. The user would input the int value of 3, 3 would match for Office.), such would be asked with the input function, the input data will be saved on the temCateg() variable (a temporal variable the temporary store the int value data).

End the child for loop

After,

in the for loop, create a failsafe system made for an IF function which purpose is to reset a portion of the code in order to: if the user inputs a wrong input, the program will as a failsafe revert to the last for loop. Inside the failsafe system, inform the user that they have inputted a wrong value and that the program will revert some of its data to comply the users’ mis-action.

After,

In the for loop,

Ask for how much would the user set the product’s price into, such will be asked using an input function and stored to cost[lpzoom] array (lpzoom will be used to index in the cost[] array, to save the price value in the correct position that later will be used to merge its data to align with the products’ data).

If the user has more products left to name: The program will continue the dialogue by using the typeAnim function, which would print and inform the user that the program is heading to ask the user the data for the next product.

End For Loop

Once the user has finished inputting all of the product’s data, the program will set the *curMD()* variable to = 2 (Which will be used to inform early to the program for it to proceed towards the next function).

After,

Continue the dialogue by informing the user to set the tax addition percentage value though the typeAnim() function.

Ask the user using the input function the tax percentage value, such value will be stored in the *tax()* variable as a float value.

Lastly,

In the ***cubeSequel()*** parent function, start a new child function *receiptSim()*, which purpose is to align most of the programs important data for then later print out a fictitious receipt which contains the user products’ data (e.g. the products name, cost and category).

Next,

Continue dialogue by welcoming the user to the next part of the program, the welcome print message will be made using the typeAnim() function.

After,

Set the priority global arrays and variables: *Cart[]* which will contain the cart index data DEPRECATED05, *ItemQ[]* which will contain the Item Quantity Data (This will store the amount of how many items of the same product the user would like to buy in its exact index.), *paymentString[]* is a string array which contains the exact output the user will view (paymentString[] will contain the product’s name, cost and category data), *cartMode()* variable will be used to avoid the program from confusing if the user wants to buy more products or not (e.g. If cartMode = 2, the ~~for~~ or **while** loop will break), *subtotal()* variable will carry the subtotal of all of the products not including taxes, and, *lp()* variable will count the amount of repetitions the while loop will run.

After,

Start a while loop, which will not stop until when cartMode() doesn’t equal to 2.

In the while loop,

Continue dialogue by asking the user what item they would like to buy, by printing through the typeAnim() function, and, with the same purpose by asking though an input function that will store the value in the *item()* var.

Start a child for loop that will showcase the items available for the user to buy (such will use a minimum range as iPR+1 and will count the array prs[], this to not exceed from the amount of items bought and the products available.)

End the child for loop.

After, in the while loop,

Continue the dialogue by asking how much of the same product the user would like to buy; this will be printed using the typeAnim function. Afterwards using the input function, the program will store the value inputted by the user previously in the *itemQD()* var (itemQD() will be a temporal variable, storing temporally the data inputted by the user which is about how many times the user would like to buy the same product.). Set *itemQ[item]* to *itemQD()* (this for setting the inputted data previously to the exact index in the array itemQD[] which will contain how much of the same products the user wants to buy, this array will contain each product repetitions payment data though an array.).

After, in the while loop,

Ask using the typeAnim() function and input function if the user wants to buy something else using the *userBoolean()* var (Such will store the inputted value which only have the Y / N input options, which will end or continue the while loop).

Before the Y/N segment,

Do the respective code that will measure and calculate the tax addition percentage cost to each product set by the user.

Set the global vars and local vars for the Tax calculation segment,

n() being a temporal var containing the *float(cost[item])* (Which purpose is to obtain the cost of the current product for future calculations), *nt()* var containing *float(tax)* (for converting the tax percentage to a float value), *taxC()* containing *n \* (nt / 100.00)* (which calculates the tax for the current product using the *cost \* tax/100 equation*). totalCost[item] containing float(taxC) + float(cost[item]) (which adds the value of TaxC() and the cost of the current product), *qd()* var containing *float(totalCost[item]) \* float(itemQ[item])* (multiplying the amount of times the user settled to buy the same product), *subtotal()* containing and appending the amount of *qd()* through += (appending in the while function, means in which round the previous amount of qd() var will be added to the new value of qd() and stored in subTotal() var), *ctd()* containing *int(idPR[item])* (converts to int the category value set for the current product) , psip() containing *str(itemQ[item]) + " " + str(prs[item]) + " | $" + str(qd) + " | "}* (Which will contain temporarily the product’s name and cost, all syntaxed in a way that should look similar to this: *Item $0.00* ), and, *paymentString[lp]* containing *psip + prCategories[ctd]* (concatenates the previous string value and adds to which category the current product is part of).

After the user selects whether to continue buying or not,

Start the receipt render segment,

Continue by setting *taxTotal()* var to *subTotal \* (tax / 100)* (which multiplies the subtotal with the tax percentage, the tax percentage is calculated by the same equation which is *n/100*), and, setting *total()* var to *taxTotal + subTotal* (adds the taxTotal() int var with the subTotal in var, which adds the total of the taxes pending to pay plus the subtotal off all the products set to buy.)

Finally, render the receipt and organize the data to Name, cost, category and subtotal, tax, and total.

Finalize,

By ending all parent functions.

**Step Three: Coding**

Use the following guidelines to code your program:

* 1. To code the program, use the Python IDLE.
  2. Using comments, type a heading that includes your name, today's date, and a short description of the program.
  3. Follow the Python style conventions regarding indentation and the use of white space in your program.
  4. Use meaningful names for all variables.

**Example of expected output:**The output for your program should resemble the following screenshot. Your specific results will vary, depending on the choices you make and the input provided.

![](data:image/png;base64,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)

**Insert a copy of your code from the IDLE here**:

# Assignment 02.06 Project

# Date: Wed 27/01/2025 #2025 already!

# Student: modeoiz

# Grade: 11th

# Purpose: Calculating prices with a small twist.

# GLOBAL V A R S

global text #the text var for the typing animation

text = "test text texting"

global systemName

systemName = "Buy stuff in a Captalist Society Assistant by Simulating a Recepit Simulator!"

global curMD

curMD = 1

global spEvent #For the posibilty of special events once the user does an incorrect input

spEvent = 0

import math

def calVolume(side\_length): #calculates volume

return pow(side\_length, 3) #l^3

def calSurfArea(side\_length): #calculates well the surface area lol

return 6 \* pow(side\_length, 2)

#animates text well it is called first then it animated the text :D

def typeAnim(text, speed=0.1):

#imports time and this new system thing i NEVER knew about.

import time

import sys

for char in text: #char means characters

sys.stdout.write(char) #stdout for altering the output directly atleast its behaviour

sys.stdout.flush() #i searched what is flush and well its a really technicall thing ensuring that data is written from internet buffer to its destination correctly and immediately.

time.sleep(speed) #basically it will wait for the specified amount of time the code will set once the parent function is called.

def cubeSequel(): #Recognize the code? :D I reused some old code and made newer code.

import time

import math #very important for sqrt and other functions related to math :)

typeAnim("Once the text starts printing, please WAIT until that process finishes. If not IDLE will behave oddly...", speed=0.04)

time.sleep(1.0)

#D I A L O U G E

#Disclaimer

print("")

typeAnim("Program will store data only per session.", speed=0.03)

print("")

time.sleep(1.0)

typeAnim("Welcome to " + systemName , speed=0.03)

print("")

time.sleep(1.0)

x = 3

# S Y S T E M

#end of product storage

#def productCart():

#end of product cart

# c a l l

def productWizrd():

print("")

typeAnim("Let's make the products for your fake receipt :D", speed=0.04)

print("")

time.sleep(1.0)

typeAnim("...", speed=1.0)

#productStore Vars

global prs

prs = ["Free Gift (Receipt)","Product1","Product2", "Product3", "Product4", "Product5", "Product6", "Product7", "Product8", "Product9",]

global prCategories

prCategories = ["Other", "Tech & Software", "Food", "Office", "Drinks", "Licor", "Enterntainment", "Drug / Medicine", "Artesanal", "Unspecified"] #Categories Available, You can change this :D, And add how many ctageories you want!

global cost

cost = [0,0,0,0,0,0,0,0,0,0]

global totalCost

totalCost = [0,0,0,0,0,0,0,0,0,0]

global tax

tax = 2.7

global taxPRS

taxPRS = [0,0,0,0,0,0,0,0,0,0]

global shippingVal

shippingVal = 1.2

global idPR

idPR = ["0","0","0","0","0","0","0","0","0","0"] #IDs for each profuct containg each index that wil be compiled in to showcase its final values.

#Process of Creation of Products

i = 0

f = 9 #on what index it should end

global iPR

iPR = int(input("How many products you wish to make (Max 10) "))

time.sleep(0.5)

lpZoom = 0

for i in range(0, iPR):

lpZoom += 1

print("")

typeAnim("Name the product" , speed=0.02)

print("")

prs[lpZoom] = input("Name product " + str(lpZoom)) #:D Saves the product name to its corresponding oject index in the array

time.sleep(1.0)

temStr = prs[lpZoom]

typeAnim("Alright. In what category would your product, " , speed=0.02)

print(temStr)

typeAnim("be in?" , speed=0.04)

time.sleep(1.0)

print("")

time.sleep(1.0)

for index, val in enumerate(prCategories):

print(" {}: {}".format(index, val))

time.sleep(0.05)

temCatg = input("Select from the 5 categories mention below, by its corresponding number. eg: 2, for (Food)")

time.sleep(0.05)

failsafeA = len(prCategories)

failsafeA = int(failsafeA)

temCatgFS = int(temCatg) # converts catgory string into input for the if statement

#print(failsafeA , temCatgFS) #debug

if temCatgFS > failsafeA:

print("")

typeAnim("That isn't a real category :)" , speed=0.04)

print("")

time.sleep(1.0)

print("")

typeAnim("Reverting Data." , speed=0.03)

time.sleep(0.5)

print("")

typeAnim("...", speed=1.5)

time.sleep(0.1)

print("")

productWizrd()

typeAnim("Now give a price for your product." , speed=0.02)

time.sleep(1.0)

cost[lpZoom] = input("Set a price for your product, " + prs[lpZoom] + " Any decimal and natural int values are admitted.")

# A S S I G N ID for product

time.sleep(0.05)

print("")

idPR[lpZoom] = temCatg #itemCatg (Category)

#print(idPR[lpZoom]) #test to check if the id was succesfully set

print("")

#print(lpZoom, iPR) #DEBUG | To check the current loop turn or index

if lpZoom < iPR:

typeAnim("Alright, Let's head to fill the details of the next product." , speed=0.02)

time.sleep(1.0)

curMD = 2

#print(curMD) #more dubug print functions

print("")

typeAnim("Now," , speed=0.02)

time.sleep(0.5)

curMD == 2

if curMD == 1:

productWizrd()

# SETUP T A X E S C O S T

print("")

typeAnim("Set the percentage for the Tax Addition. (Just set the number, DO NOT add the % symbol.) A percentage like 1 would be the ideal tax." , speed=0.04)

print("")

time.sleep(1.0)

tax = float(input("Set the percentage for the Tax Addition. (Just set the number, DO NOT add the % symbol.) "))

def receiptSim():

#print(prCategories)

print("")

typeAnim(". . ." , speed=0.8)

print("")

time.sleep(1.0)

print("")

typeAnim("Welcome! " , speed=0.05)

time.sleep(1.0)

global cart

cart = [0,0,0,0,0,0,0,0,0,0]

global itemQ

itemQ = [0,0,0,0,0,0,0,0,0,0]

global paymentString

paymentString = ["Receipt (Free)","1","2","3","4","5","6","7","8","9"]

global cartMode

cartMode = 1 #1 for yes

global subTotal

subTotal = 0

global lp

lp = 1

#for i in range(0, 9):

while cartMode != 2: #loops until cartMode matches 2

#print("works") #debug thing

#IF STATEMENTS for channeling final modes

if cartMode == 1:

time.sleep(0.5)

print("")

iPRFix = iPR - 1

#for index, val in enumerate(prs):

print("")

typeAnim("What product would you like to buy?" , speed=0.05)

print("")

for index in range(min(iPR + 1, len(prs))): #in order to avoid th eprogram from reapiting the loop from how many items are or doing less than the items available.

iPRtem = prs[index] #ipr is temporal var fro the print statement below

print(" AVAILABLE {}: {}".format(index, iPRtem ) + " $"+str(cost[index]))

time.sleep(0.5)

item = int(input("Which item would you like to buy? (eg: 2 for Bread)"))

cart[item] = cart[item] + 1

#print(cart[item]) debug,check if works

print("")

typeAnim("Sounds like a great choice! How much " , speed=0.05)

print(prs[item] + ", ")

print("would you like to buy?")

time.sleep(1.0)

time.sleep(0.5)

itemQD = int(input("How much " + prs[item] + ", would you like to buy? (Write only the amount, eg: 2 for 2 apples))"))

itemQ[item] = itemQD #item Quantity Data

time.sleep(0.5)

print("")

typeAnim("Are there any more things you want to buy?" , speed=0.05)

time.sleep(1.0)

typeAnim(" [ Y / N ]" , speed=0.04)

global userBoolean

userBoolean = "U" #as for unknown

#T A X CALCUALTION | calculates item and adds tax amount

global taxC

n = float(cost[item]) #temporal var for cost and index item of array

nt = float(tax) # temporal var for float

taxC = n \* (nt / 100.00) #tax is calculated by dividing n with 100

taxPRS[item] = taxPRS[item] #saves the tax value to the array for later calculation :D

totalCost[item] = float(taxC) + float(cost[item])

# tempvars

qd = float(totalCost[item]) \* float(itemQ[item]) #quantity data wich multiplies the amount of times the user wants to buy the same product with the product price

subTotal += qd

ctd = int(idPR[item]) #category data

psip = str(itemQ[item]) + " " + str(prs[item]) + " | $" + str(qd) + " | " #payment string index preview

paymentString[lp] = psip + prCategories[ctd]

#print(paymentString[item]) #for dubug if the string that showcases everything works

time.sleep(0.5)

userBoolean = input("Are there any more things you want to buy? (Y for Yes, N for no)")

if userBoolean in ["N", "n"]: #breaks loop if user has bought everything they want.

cartMode = 2

break

elif userBoolean in ["Y","y"]:

cartMode = 1

#print("user pressed yes") #debug

lp += 1

#elif cartMode == 2:

#break

# FINALLY THE , R E C E I P T

#for num in cost: #adds every products cost into 1

# subTotal += cost(num)

#subTotal = float(sum(cost))

taxTotal = subTotal \* (tax / 100)

total = taxTotal + subTotal #adds both for the total of the receipt

print("")

time.sleep(1.0)

typeAnim("...", speed=1.2)

#important calculations (for taxes, subtotal)

time.sleep(0.5)

# receipt render

print(" ")

typeAnim("Your Order: ", speed=0.06)

print(" ")

print(" ")

typeAnim(" Item Cost Category ", speed=0.05)

print(" ")

for index in range(min(iPR + 1, len(prs))): #in order to avoid th eprogram from reapiting the loop from how many items are or doing less than the items available.

iPRtemB = paymentString[index] #ipr is temporal var fro the print statement below

print(" {}".format(iPRtemB) + " ")

print(" ")

#print(str(lp) + " " + str(iPR)) #debug var

typeAnim("-----------------------------------------------", speed=0.03)

print(" ")

print(" Subtotal: $" + str(subTotal))

print(" Tax: $" + str(taxTotal))

print(" Order Total: $" + str(total))

print(" ")

typeAnim("We appreciate You for shopping with us!" , speed=0.05)

print(" ")

receiptSim()

typeAnim("PROGRAM HAS ENDED" , speed=0.05)

print(" ")

typeAnim("\ (•◡•) / " , speed=0.05)

cubeSequel()

#hope you had fun testing the code!

**Step Four: Testing**

Run your code, and evaluate the output. Then, answer the following questions in the testing chart. Use two to three meaningful sentences to answer each question.

|  |  |
| --- | --- |
| Testing Question | Response |
| What bugs did you identify in your code? | I identified an excruciating amount of bugs in my code, proving the fact that codes are an often case.  One of the most painful bugs to fix was the for loops not working all that because of leaving the 2 break functions, which the second was made completely accidental.  Another worth to mention was the bug of the code not being able to add all of the product’s cost, which took also hours to fix. |
| How did you fix the bugs? | By running the program and checking where in the output the bug may be located, afterwards I link the erroneous output with a line of the actual code and try to fix it.  Not always the bugs got resolved on the first try, when that happens, I re-write some parts of the code in order to then later delete the malfunctioning code. If that didn’t work as a last resort I deprecate a part of the code completely and try to go around it (such happens usually because of some of the limitations found on the IDLE, which are easy to find alternatives to, like I used the while function because there wasn’t the possibility to import a wait until program) |

**Step Five: Maintenance**

Passionate programmers strive to improve their code! In two to three meaningful sentences, answer the following questions in the maintenance chart to consider the next steps of your program.

|  |  |
| --- | --- |
| Maintenance Question | Response |
| What design and functionality improvements could you make to your program? | Remove the unnecessary parts of the code and find better ways to optimize the overall program.  That would be achievable once I understand more how python functions. |
| How can you get feedback on ways to improve your program? | By showcasing the program to other individuals, usually by the different patterns of resonating, unconsciously the other individuals may find an obscure bug in your program.  This is found in so many examples, like when an OS has this specific bug that occurs once doing that specific thing.  Or in a simple program when the user tries a igger int value, or something related to testing the limits of the program by inputting unrealistic data (e.g. 99999 products, the cost of the Sun being 99999999999, I want to buy the product 8893 times, ect. ) |
| How can you expand your program into a new, better program in the future? | By optimizing the code and reusing it for different purposes, which is possible in so many ways. |
| What are potential bugs that users may possibly encounter if your program is expanded into a new program in the future? | That would depend in the way the program’s code was written, the overall new purpose of the program and the limitations found on the programming environment or language.  A potential bug could be in the input or the for loops or anything related to calculations. |